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Abstract

Daily-life activities at home can generate dangers that may lead to accidents.
Risky situations may be difficult to notice by people with a cognitive or phys-
ical impairment. Therefore, recognizing dangers is very important so as to
assist users in preventing accidents, and ensure their health, safety and well-
being.
The present thesis aims to design a system that, given a representation of the
environment as input, learns how to evaluate states according to their danger
level, and is able to alert and prevent users from getting too close to a poten-
tial danger. We explore the search space for disclosing dangers and finding
a safe path leading to the goal. The project led to the implementation of a
working prototype, which is able to suggest the best action to perform, and
reports the level of danger and an evaluation of the last performed action.
Also, it is able to warn the user when the level of danger exceeds a given
threshold. We offer a general solution, as the system is able to play arbitrary
games described with the Game Description Language, and perform on-line
planning by means of the Q(λ) algorithm. For this purpose, we implemented
a Java library for implementing TD-learning agents. In addition, we defined
the concept of sphere of protection and we disclose dangers by using a variant
of breadth-first search. Finally, we exploited virtual environments as a gen-
eral testbed for simulating effects of warning notifications and we conducted
informal user testing for evaluating the effects of warning notifications on
actual users.
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Chapter 1

Introduction

As life expectancy has increased significantly producing a change in the percentage of
elderly people, there is an increasing concern about active ageing. Ageing denotes the
natural process of physical, psychological and social change of individuals. In 2002, The
World Health Organisation adopted the term “Active” to express the concept of ageing
with safety and social participation. The United Nations identified specific dimensions
behind this concept: dignity, independence, participation, equity, safety, appeasement,
recognition [TGM11].
Indeed, nowadays many elderly people live on their own. Therefore, it may be necessary
to assist them due to a cognitive or physical impairment, which means monitoring their
activities and ensuring their health, safety and well-being.
Pervasive and ubiquitous technologies can be useful tools to entertain, monitor, assist
and automate people’s tasks in smart environments. Thus, assistive technologies allow
in-place ageing, and consequently improve the quality of life and help reducing costs of
dedicated care-givers for the institutions. In this project, we focus on domestic scenarios
to help elderly people in their everyday life towards the above presented dimensions of
active ageing.

1.1 Overall project

This work is conceived as part of a larger project in Assisted Living1. The main project
idea is a real-time tracking and simulation of a home environment to identify and avert

1 Assisted Living provides supervision or assistance with activities of daily living; coordination of ser-
vices by outside health care providers; and monitoring of resident activities to help to ensure their health,
safety, and well-being. http://wikipedia.org
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potentially dangerous situations. The general approach is to embed a range of sensors in

Figure 1.1: Project overview

objects and appliances, in order to allow context awareness. By exploiting the context, a
state of the real world is described in an abstract language.
Eventually, a simulation, that simulates both the physics of objects and the behaviour of
the human, runs a number of steps into the future, and watches for possible dangerous
states (as defined by given rules). If the current behaviour of the human seems to be lead-
ing towards a disaster (according to the simulation), then the human is alerted through
voice, sounds or projected visuals.
For this purpose, the goal of the user needs to be defined; conjoint use of activity recog-
nition and prediction is exploited to achieve this.

1.2 Research statement

Daily-life activities at home can generate dangers that may lead to accidents. Risky sit-
uations are even more difficult to notice by elderly people and people with a disease.
Therefore, recognizing dangers and alerting users is very important so as to assist them
in preventing accidents. This requires to keep track of environment changes in order to
predict intentions that are leading to risky situations. For taking a snapshot of the setting,
we need to observe users and monitor the physical environment by means of sensors. We
assume we already have a way to recognize the user’s current goal (e.g. he wants to cook
and this requires the pot to be on the stove) and the environment state in terms of physi-
cal environment (e.g. temperature), as well as user high-level information (e.g. identity,
position). In this way, we can reduce the problem of preventing dangerous situations to
a search problem where we explore the search space for disclosing dangers and finding a
safe path leading to the goal.
The problem of finding a safe path leading to a goal configuration is a complex decision
problem that requires a way to estimate the danger level of states. Such a complex de-
cision problem can be modeled as a Markov Decision Process. Accordingly, the system
may alert the user as soon as he gets too close to a risky state. Indeed, MDPs are a pow-
erful tool for finding an optimal policy that maximizes a certain utility or performance
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measure (i.e. the danger level).
Furthermore, HCI researchers have been working on the problem of notification alerts in
dangerous situations and they have used multimodal interfaces for interacting with the
user in a more natural way. This work can be a useful reference to understand how users
react to alert cues and what research methods can be used for testing user’s satisfaction,
as well as effectiveness and efficiency of systems.

The area of early warning systems received considerable attention from the Ambient As-
sisted Living research community. However, there still is a lack of approaches that aim to
solve this problem. Therefore, we propose the following research question:

How is it possible to design a system that, given a representation of the environment
as input, learns how to evaluate states according to their danger level, and is able to
alert and prevent users from getting too close to a potential danger? For addressing
this question we exploit knowledge representation techniques in order to represent the en-
vironment in terms of satisfied properties. This is useful both for keeping track of changes
and for simulating effects of actions (e.g. when using search algorithms). Moreover, we
implement a decision maker that is able to learn an evaluation function for representing
the desirability of a certain situation. Thus, we specify this problem as a Markov Decision
Process and we use reinforcement learning to compute a policy. This policy describes the
behaviour of the decision maker and is able to take the danger level into account for warn-
ing the user beforehand and aiding the user to achieve his goal. We are implementing an
early warning system as a decision maker that guides the user during his everyday life
activities. Since we want to build a useful system that meets all requirements, we show
how the consistence of warning messages and the degree of intrusiveness can be evalu-
ated. Therefore, we propose a complete methodology for the evaluating systems in terms
of effectiveness and users’ satisfaction.

1.3 Organization

In chapter 2, we start by reporting some background information about context-aware
computing.

In chapter 3, we answer part of the research question by reporting some information about
knowledge representation.

In chapter 4, we show how to model complex decision-making problems by means of
Markov Decision Processes and reinforcement learning algorithms.
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In chapter 5, we rely on some related work for showing projects that are using similar
approaches and technologies.

In chapter 6, we design a complete early warning system and we discuss a design method-
ology within a complete framework for smart applications.

In chapter 7, we report the steps that led to the implementation of a prototype of an early
warning system.

In chapter 8, we present a methodology for evaluating the presented solution.

In chapter 9, we discuss our results and we suggest further developments to this work.
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Chapter 2

Context-aware computing

According to Mark Weiser’s vision, “the most profound technologies are those that dis-
appear” [Wei99]. Computing systems are becoming pervasive in our daily life and ser-
vices are present ubiquitously, as they can be accessed everywhere. Indeed, traditional
interaction paradigms such as the WIMP (windows, icons, menus and pointing devices)
are too obtrusive and demanding of human attention, as they tend to divert us from the
task. In this chapter we report a short survey about Context-aware computing, that is, the
use of situational information for automating tasks and minimizing the interaction with
users.

2.1 Context-awareness

Context-awareness is the main way to produce unobtrusive systems towards the concept of
calm and disappearing computer coined by Weiser [WB97]. Context-aware systems aim
to build an approximate representation of the human intent in order to act properly. When
humans speak to each other, they are able to use situational information. Unfortunately,
this is not possible in human-computer interaction as computers are not able to understand
and take advantage of this information. Thus, we need to explicitly specify it during the
interaction. The first solution is to improve the interaction by using different modalities,
though this does not solve the need to explicitly interact with the system. Therefore, the
solution is to use situational information in order to automate the interaction [Kru09].
This is called implicit human-computer interaction (iHCI) and can occur with different
degrees of autonomy. [Pos09] mentions active context-awareness when the system acts
on behalf of the user, automatically adapting the environment based on the context. On
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the contrary, passive context-aware systems report the current context to the user without
any adaptation (e.g. after a deviation from the original setting).

The first to define the concept of context were Schilit et al. in [SAW94]. They refer
to context as computing environment (i.e. computing resources), user environment (e.g.
identity and preferences) and physical environment (e.g. location and temperature). A
discussion of six different types of representation for the context is proposed in [SP04].
The authors concluded that ontology is the best representation for the context, though
low-resource computing systems might be unable to process them.

2.2 Context adaptation

Context-aware applications dynamically adapt their behaviour to changing situations.
Those systems are able to autonomously perform a sequence of actions that lead the en-
vironment to the desired context. Autonomous systems are self-governing1 systems that
are capable of their own independent decisions and actions, that is, they are designed to
adhere to a policy or to achieve a goal. Therefore, users only need to specify high level
tasks or goals, while the system will plan the set of low-level tasks needed, thus with a
reduced complexity for the interaction [Pos09]. Planning and acting in nondeterministic
domains may occur on the belief state space, or use online replanning for taking changes
to the environment model into account. However, a single-path solution from a determin-
istic planner may be weak under strong uncertainty. Therefore, decision making often is
addressed by means of Markov Decision Processes (MDPs) where the solution is a policy
that describes the behaviour in every possible state [RN10].
As a matter of fact, designing decision makers involves different approaches: rule-based
methods (i.e. reactive agents based on event-condition-action rules), model-based meth-
ods (i.e. autonomous planning agents that search over a model of the environment for
computing the best path of actions) and machine-learning techniques [Kru09]. Since dif-
ferent users have very different expectations and preferences, planning approaches can
not provide optimal control strategies, unless the designer constructs customized models.
Consequently, machine-learning techniques offer the best means for tailoring a service to
end-users and autonomously adapt to the inhabitants [CD04]. In this context, many learn-
ing algorithms have been used. Supervised-learning techniques such as neural networks
[Moz98] were used to learn a model of the user by means of a training set that describes
his behaviour and preferences. However, models often are not available a priori and defin-

1 IBM refers to Autonomic Computing [KC03] as self-managing software architectures (e.g. MAPE-k)
implementing a closed control loop by means of policies [Dar09].
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ing a good and complete policy by means of a training set may not be possible. Moreover,
adaptive methods that learn user’s preferences may prefer performing continuous learning
rather than off-line learning, as the user may change his behaviour over time.
Reinforcement learning algorithms [SB98] can be used for learning a model from the in-
teraction with users, where a delayed reward function is used for defining the utility or
cost of reaching certain outcomes. Reinforcement learning algorithms have been used in
[MM98, KWA10, CYH+03] for learning an optimal policy to control resources such as
lights or heating systems. In the related work, we propose a more detailed survey of using
reinforcement learning and Markov Decision Processes for Smart Environments.

2.3 Context prediction

Context-aware systems can be enhanced by temporal models and the use of prediction,
that is, the computation of properties (or features) of a future state given the evidence (i.e.
all observations) to date. For instance, user’s next activity could be inferred by using a
dynamic Bayesian network2, and the environment could be proactively prepared for that
(e.g. the user is likely going to be in his bedroom for sleeping, therefore we switch the
heating system on for that room).
Indeed, the predicted information can be exploited for enabling proactive adaptation in
services and applications, so as to reduce the interaction with users by anticipating po-
tential and future requests. Predicted context information has been used for [Boy11,
NMF05]:

• Preventive reconfiguration. Configuration task such as loading libraries or appli-
cations can be done right before the user is about to need of them.

• Device power management. Appliances are managed taking user’s habits into
account in order to save energy.

• Early warning of possible problems. When a system is about to enter in a dan-
gerous state (e.g. network overload), an early adaptation could avoid the problem.

• Aid the user to achieve the desired goal. A room could be prepared in advance to
the activity the user is going to perform there.

• Early coordination of individuals. If the needs of several users of a group can be
predicted, the system can satisfy the interest of the group.

2 A dynamic Bayesian network is a graphical model that represents a set of random variables and their
probabilistic relationships over the time. A complete survey of probabilistic reasoning methods over the
time is presented in [RN10].
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An architecture for performing practical experiments with context-prediction is described
in [May04]. It provides to client applications a set of loadable modules that implements

Figure 2.1: An architecture for a context-aware system

several predictor models, as the literature survey presented did not result in one algo-
rithm showing clear advantages over other alternatives. An overview of context predic-
tion approaches and applications is reported in [Boy11]. However, this kind of systems
has been criticized as they easily distract the user, thus offering a worse user experience
[NMF05].
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Chapter 3

The Game Description Language

The Game Description Language (GDL) is a language used for describing the rules of
games in the General Game Playing1 context [GLP05] in a compact and high-level declar-
ative way. It is a variant of first order logic and it is purely axiomatic, as no arithmetics is
included in the language and it has to be defined in the game description. In its first version
it allows the modeling of deterministic and fully observable games, whereas imperfect in-
formation can be directly expressed in the second version. According to [Thi11], GDL
allows the concise and high-level specification of arbitrary finite games, and thus it can be
considered complete for the purpose of General Game Playing. Moreover, as games are
used for modeling multiagent systems, it can be used as a general description language
that allows reasoning about the intentions of the other players (or agents). An axiomati-
zation for a multiagent environment using the Game Description Language is proposed in
[ST09]. The authors show how the Game Description Language can be seen as a declara-
tive language for producing compact specifications of multiagent environments, as well as
how autonomous agents can automatically learn how to participate in a multiagent society
from the game rules and without the need of being re-programmed.

Games are modeled as state machines where a state is a set of true facts or properties
called fluents. Playing a match consists of selecting a move for each role so as to apply
the joint action to the state-machine and move to a different state. Therefore, a game
starts in a predefined initial state and players select moves until the game reaches a termi-
nal state.
Game rules (i.e. the transition function) are described using logical rules that define the
next state as a modification of the current one. Accordingly, the next rule can be used
for describing effects of an action performed by a certain player. Therefore, does can

1 The General Game Playing aims at implementing intelligent agents able to learn to play previously
unknown games given their rules.
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role(?r) ?r is a player
init(?f) ?f holds in the initial position
true(?f) ?f holds in the current position
legal(?r,?m) the role ?r can perform the move ?m
does(?r,?m) player ?r does move ?m
next(?f) ?f holds in the next position
terminal the state is terminal
goal(?r,?v) the role ?r gets the reward ?v

sees(?r,?p) the role ?r perceives ?p in the next turn
random the random player

Table 3.1: GDL keywords
[Thi11]

be used for narrowing consequences to the actual action performed. Obviously, appli-
cability of actions depends on the context, that is, the structure of the state in terms of
holding properties constrains the applicability of actions. GDL provides the legal rule for
specifying what a certain player can perform in a given context. Indeed, designers may
specify multi Agent environments by means of the role rule, and use goal for defining the
reward that each player would get in a certain terminal state. The game usually starts in
a initial state. For this purpose, we can use init to specify the facts that hold in the initial
configuration. Likewise, we can use terminal for specifying absorbing states where the
game ends and the players should receive their reward [LHH+08]. The table 3.1 reports
the GDL keywords for the Game Description Language. The sees relation can be used
for specifying partially observable environments where a player can explicitly specify the
amount of information to disclose to other agents.

There are some requirements that GDL descriptions have to satisfy in order to be well
formed [LHH+08]:

Definition 1 (Termination)
A game description in GDL terminates if all infinite sequences of legal moves from the
initial state of the game reach a terminal state after a finite number of steps.

Definition 2 (Playability)
A game description in GDL is playable if and only if every role has at least one legal
move in every non-terminal state reachable from the initial state.
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Definition 3 (Monotonicity)
A game description in GDL is monotonic if and only if every role has exactly one goal
value in every state reachable from the initial state, and goal values never decrease.

Definition 4 (Winnability)
A game description in GDL is strongly winnable if and only if, for some role, there is a
sequence of individual moves of that role that leads to a terminal state of the game where
that role’s goal value is maximal. A game description in GDL is weakly winnable if and
only if, for every role, there is a sequence of joint moves of all roles that leads to a terminal
state where that role’s goal value is maximal.

Definition 5 (Well-formed games)
A game description in GDL is well-formed if it terminates, is monotonic, and is both
playable and weakly winnable.
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Chapter 4

Learning to make complex decisions

Intelligent Agents perceive the state of the environment through sensors and act on it
by means of actuators (fig. 4.1) [RN10]. Decision making is the cognitive process that

Figure 4.1: The classic perception-action loop

consists of making a choice among several alternatives. A rational agent acts on the envi-
ronment in order to achieve the highest possible score or utility. It therefore selects actions
that maximize its performance measure according to the expected outcome of actions.
Simple decision makers deal with episodic environments, where action selection is based
on the immediate utility of actions. Therefore, preferences are expressed by a utility
function which maps each state to a real value so as to produce an ordering over the set of
applicable actions for a certain state.
Reactive and planning agents may not be enough to deal with complex environments, as
the limited number of sensors offers a restricted and potentially noisy view of the en-
vironment. Indeed, the real world is a stochastic environment, and actions may have
nondeterministic outcomes due to unexpected effects. Therefore, taking the same action
in the same state in different occasions may lead to different states and different scores.
For the sake of simplicity, we usually consider the environment as stationary (or slowly-
varying non-stationary), where transition probabilities do not change over time.
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Furthermore, utility may also depend on a sequence of decisions, in other words, the de-
cision maker interacts with the environment over a sequence of time steps. Therefore, it
selects an action according to the environment state and gets a numerical reward from the
environment as a consequence of its outcome. Thus, the behaviour of the agent is defined
as the mapping from states to probabilities of selecting each possible action (fig. 4.2).
This behaviour, called policy, stricly depends on the agent’s goal and can be computed in

Figure 4.2: The Markov-decision-process agent

order to maximize the total reward. Similarly, a reward function produces a numeric value
that expresses desirability of states and thus the agent’s goal. The reward is the way to
express what the agent should achieve, that is which conditions are associated to a reward
or a penalty.
However, the reward expresses the immediate desirability of a state while a value func-
tion specifies the long-term desirability of states, that is, the expected utility that we would
possibly and eventually get when passing through a certain state. Thus, the reward signal
is handled by the task environment, whereas the value function is estimated by the agent
over time as a result of its experience.
Action-value estimation has been achieved through different approaches such as optimiza-
tion methods (e.g. genetic algorithms and genetic programming), dynamic programming
[Bel57] and reinforcement learning. However, optimization methods only work for small
state spaces as they completely ignore the problem and they can not take advantage from
the interaction with the environment in order to drive the search over the space of poli-
cies. A classical alternative consists of changing the value of states while interacting with
the environment. This is a form of learning called reinforcement learning. Indeed, each
action has a value representing the expected reward given that the action is selected. The
so called n-armed bandit problem describes the action selection problem as a n-levers slot
machine. Accordingly, the player can maintain his estimates of the action values by greed-
ily selecting the best action (i.e. exploitation) so as to obtain reward, or he can improve
the estimate by exploring non-greedy actions, as they may produce a greater reward in
the long run. The problem of balancing exploration and exploitation has been addressed
by several exploration strategies such as ε-greedy and Gibbs sampling. In ε-greedy an
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action is randomly selected with a fixed probability ε, whereas in the so called Gibbs or
Boltzmann exploration strategy, the action is selected according to its value [SB98].

In this chapter we report a short survey on decision-making with Markov Decision Pro-
cesses and reinforcement learning.

4.1 Markov Decision Processes

Sequential decision-making problems for stochastic environments can be modeled as
Markov Decision Processes. The decision maker, gets the current state of the environ-
ment in order to make its decision. Therefore, we assume that the state has the Markov
property, that is, the state is function only of the current view of the environment and
independent of the path that has led to it. A Markov Decision Process consists of a set of
states, a set of applicable actions for each state, a transition model and a reward function.
A solution to the problem is a policy Π, and Π(s) is the action selected by the policy for
state s. An optimal policy Π∗ is the one that yields the highest expected utility.
According to [KLM96], a Markov Decision Process consists of:

• a set of states S

• a set of actions A

• a reward function R : S ×A → < that specifies the expected instantaneous reward
for the state that results from the application of the action a ∈ A in the state s ∈ S.

• a state transition function T : S × A → Π(S), where Π(S) is a probability distri-
bution over the set S. Therefore T (s, a, s′) returns the probability of moving to the
state s’ using the action a.

Similarly, [Sze10] defines a Markov Decision Process as a triplet M = (Q,A, P0) where
Q is the countable non-empty set of states and A is the countable non-empty set of actions.
A MDP is finite if both Q and A are finite. P0 is the transition probability kernel that
assigns to each state-action pair (q, a) ∈ Q×A a probability measure P0(U |q, a), that is,
the probability that the next state and the associated reward belongs to the set U, when
performing an action a in the state q. Therefore, it returns the probability P (q1, a, q2) =

P0(q2 × <|q1, a) of performing an action a for moving from a state q1 to a state q2, and
the expected immediate reward for choosing the action a in the state q1. The goal of the
decision maker is to maximize the espected total discounted reward. Indeed, the result of
executing a behaviour is the total discounted sum of the rewards incurred during the state
sequence: R =

∑∞
t=0 γ

tRt+1, where γt is the discount factor.
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The finite-horizon model forces the agent to optimize its expected reward for a limited
number of interactions. Therefore, this is appropriate when the length of interaction is
well known as in episodic environments. On the contrary, the infinite horizon model uses
a discount factor γ for discounting rewards received in the future and limit a potentially
unbounded sum. We can thus distinguish in two different kinds of interaction with the
environment. Whereas continuing tasks have no end, in episodic tasks the interaction is
divided in episodes where the agent ends in a set of terminal states in order to be reset
to a fixed initial state. The reward signal should be delayed to terminal states so that the
agent doesn’t get any positive reward until it reaches the goal position, otherwise the agent
might find a way to get a reward without achieving the goal.

Partially Observable Markov Decision Processes

In a real setting, the environment is not fully observable. This means that the agent does
not completely know in which state it is. To handle those scenarios, MDPs are extended
with a sensor model that specifies the probability of perceiving evidence e in state s. In
partially observable MDPs (POMDPs) the sensor model provides a probability distribu-
tion over possible states. Thus, a belief state can be computed by means of filtering and
the original problem can be considered as a MDP, where the policy determines the action
selection and the execution leads to a new belief state.

4.2 Computing a policy

The simplest way to compute a policy is to use dynamic programming, a collection of
algorithms, such as value- and policy-iteration, that can be used to compute optimal poli-
cies given a complete transition model of the environment.
A model of the environment is something that the agent can use to predict the effects of
certain actions, it is thus a way to reason about its actions and deciding how to act. A
model of a deterministic environment, returns the next state and the next reward, given
the current state and an action. When the environment is described as stochastic, there are
several possible next states and rewards for a state-action pair.
In fact, models can be classified in distribution models and sample models. Dynamic
programming needs a complete distribution model, which means, all applicable actions
for a certain state and their probabilities should be returned by the environment model.
Dynamic programming methods generate for each state the probability distribution of all



Andrea Monacchi 17

possible transitions. Each distribution is used to compute a backed-up value and update
the estimated utility value. This value is computed using the Bellman equation, where the
utility of a state is the immediate reward of a state plus the expected discounted reward
for the next state. Therefore, dynamic programming produces a full backup of values, and
thus a better estimate, though this requires more computation (i.e. the branching factor
determines the complexity of the problem). Instead, a sample model returns an action
based on the transition model and this process may be corrupted by the so called sam-
pling error. However, if the time to complete a full backup of values is insufficient and
the branching factor is too high, sample backups are the preferred solution.
For this reason, dynamic programming is rather considered as a probabilistic planning
method, where the policy represents a path of actions leading to a goal state. Another
way to compute a policy is to use optimization methods (e.g. genetic algorithms) for
searching through the space of policies. [SB98] emphasizes differences and relationships
between planning and learning methods. In fact, whereas planning uses simulated expe-
rience generated by a model, learning methods use real experience gathered during the
interaction with the environment. In fact, in real world problems transition probabilities
or rewards may be unknown, thus it is not possible to take advantage of a complete model
of the environment. In this case, Monte-Carlo and TD-learning methods are the preferred
solution.
In Monte-Carlo methods, a complete environment model is not required as the estima-
tion of the state value is based on the average of multiple independent executions (i.e.
episodes) starting from the given state. Monte-Carlo methods backup each state value
based on the entire sequence of rewards gathered until the end of the episode. There-
fore, policy improvement occurs after the end of the episode, which means that in order
to backup the estimation, all episodes have to eventually terminate. The advantage is
that the method is general and it is possible to estimate only a subset of states by start-
ing episodes from those states and ignoring the others. However, the variance of the
results can be very high and thus the quality of the estimates very poor. In fact, by the
law of large numbers the standard deviation is inversely proportional to the number of
simulations performed. An alternative solution is to user Temporal-Difference learning
algorithms. These require to get a reward after one step, rather than waiting for the end of
the episode. In the one-step version of TD, the backup is based on the reward of the next
state plus the discounted estimated value of the next state (i.e. R(1)

t = rt+1 + γVt(st+1)).
This can easily extended to the general n-step TD. However, n-steps methods requires
waiting n steps to observe modification on the policy, and this may be problematic for
large n. This problem is solved by the TD(λ) algorithms by means of elegibility traces.
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Therefore, TD(λ) allows a more efficient learning even with long-delayed rewards and
non perfectly Markovian states.

TD learning algorithms can be classified in on-policy and off-policy approaches. In on-
policy methods, the policy that is evaluated and improved is the same that is used for the
selection (or control). On the contrary, in off-policy methods the policy that is evaluated
and improved is separated by the policy used to sample actions. Off-policy approaches
such as Q-learning usually are more flexible than their on-policy counterpart (e.g. SARSA
algorithm) as they can learn an optimal policy even when guided by a random exploration
policy. However, on-policy approaches are more realistic as they take an actual policy into
account, and they tend to converge much quicklier to the optimal behaviour. Moreover,
as soon as the environment becomes more complex, the advantages of on-policy methods
becomes more apparent, as problem-specific knowledge can guide the exploration of big
state spaces and make the learning process converge faster [RN10].

The simplest way to store the evaluation function is to use a tabular data structure such
as hashmap. This works well for small state spaces but is infeasible for more realistic
worlds (i.e. big state spaces with big branching factors). Indeed, the problem is both the
memory required for the tabular structure and the time needed to fill it, as a bigger state
space requires the learner to run more episodes in order to accurately estimate the value
function. This can be solved by using a function approximator. A function approximator
allows the learner to generalize from its experience and infer values for states that it has
not even visited. Therefore, supervised-learning methods can be used for representing
the value function. Accordingly, each backup can be considered as a training example
of a desired input-output behaviour of the value function. An example is the use of a
linear approximator such as a weighted sum of features. Features are problem-specific
properties and determine the power of the approximation. Linear methods include also
tile coding, where binary features called tiles are grouped into partitions called tilings that
are representative and easier to handle. Artificial neural networks are the most common
example of nonlinear function approximation. This approach was used by [Tes95] for a
backgammon player agent. In new states, moves are selected by the agent according to
the information collected for similar states visited in the past.

4.3 Markov Games

Markov games allow the modeling of multiple adaptive agents. In fact, a Markov decision
process specifies a single adaptive agent that interacts with a stochastic environment. This
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means that any other agent should be defined as a part of the environment. However, we
assume a stationary probabilistic transition function, which means that agents described in
the environment model cannot modify their behaviour over time. For this reason, Markov
games apply game theory to Markov decision processes and allow the modeling of both
competitive and cooperative multiagent environments. Markov games can be considered
as a generalization of MDPs. For this purpose, the state evaluation and the concept of
state-action value (i.e. Q-value) have been redefined for dealing with opponent strategies.
Similarly, variants of traditional reinforcement learning algorithms were proposed, among
these we can mention minimax-Q learning [Lit94]. In this work, the author shows how Q-
learning is designed for finding deterministic policies, whereas the extension minimax-Q
can find optimal probabilistic policies. In conclusion, Markov games are a mathematical
framework for reasoning in multiagent environments.
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Chapter 5

Related Work

5.1 Integrating GGP and Reinforcement Learning

The project RL-GGP1 addresses the problem of integrating Reinforcement Learning li-
braries into the General Game Playing context. In particular, the author used the Jocular2

player for handling GDL game descriptions, and the RL-Glue3 interface for providing a
general stub to all reinforcement learning algorithms offered by the RL-Library4. There-
fore, the RL-GGP connects RL-Glue with Jocular, thus providing a connetion to the GGP-
Server5 and play games.

In [BS07], a TD(λ) learning agent is used to automatically discover features in a game
tree, in order to use them for initializing the value function of other players of the same
genre. The authors implemented a complete GGP learner that uses the GGP protocol
for playing matches against other opponents and learn features. Those features do not
incorporate any game-specific information and thus can be trasferred as a knowledge for
speeding up the learning process for other games to play.

1 http://users.dsic.upv.es/˜flip/RLGGP/, accessed April 2012
2 http://games.stanford.edu/resources/reference/jocular/jocular.html
3 http://glue.rl-community.org/wiki/Main_Page
4 A library implementing reinforcement learning algorithms to use with the RL-Glue interface.
5 It is a Java tool developed by Stanford University that allows players to connect and play games

described in GDL.
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5.2 Assisted Living with Markov Decision Processes

Elderly and people with impairments may find difficult to perform daily life activities and
require an aid to complete those tasks.

A planning system for the completion of handwashing has been implemented in [BHP+06].
The planner uses a Markov Decision Process for modeling the stochasticity of the out-
comes of actions taken by the system. The state is represented by two environment vari-
ables: hand position (tap, towel, soap, water, away) and water flow (on or off). The transi-
tion model of the planning system was manually defined according to the observation of a
professional caregiver guiding ten subjects with dementia through handwashing. A large
reward is given to a completed handwashing, while a small cost proportional to the level
of detail is associated to the prompt. In this way, the system begins with a minimal level
of prompting and increases the level only when the user is not responding, thus encour-
aging user independence. The optimal policy for the decision maker was computed using
a value iteration algorithm. Furthermore, the study used a questionnaire for evaluating
the effectiveness of the system. The authors asked professional caregivers to evaluate the
difference between the prompting given by the system and the one given by a caregiver
in simulated handwashing scenarios. However, both the input and the output were simu-
lated in this experiment. An improved version of the system is presented in [HvBPM07].
This time, the authors used computer vision for recognizing the current state and speak-
ers for notifying audio cues. The decision maker was designed as a partially observable
Markov decision process (POMDP) able to prompt, call human assistance or do nothing.
Moreover, the user attitude was described by three different factors: the level of dementia
(low, medium and high), the awareness of the task (never, no and yes) and the the type
of prompts the user is more responsive to (none, maximum, medium, minimum). How-
ever, the reward function was still specified by hand and based on prior information from
caregivers and users.

POMDPs are used for decision making in [LBP+09]. The belief state is computed by
collecting information from different modalities such as a computer vision module for
the human posture, and a speech recognizer component for interacting with the system.
In effect, multimodal observations allow collecting evidence in different domains, thus
reducing the amount of data needed for representing the same state in a unique modal-
ity.

Reinforcement learning has been used for a smart light control in [KWA10]. The system
uses hierarchical reinforcement learning for learning user’s preferences and providing a
comfortable light setting. A context module infers user’s state and mantains a model of
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his preferences, while the adaptation module balances the tradeoff between user comfort
and energy usage. Settings are represented by a utility function similar to the Q-value.
Therefore, each user in the smart home may have his profile corresponding with his own
Q-table, and the table may be loaded for tailoring the service to a particular user. More-
over, activities are classified in a two-level hierarchy and services are automatically cho-
sen based on the user’s preference up to that point in time. A change to the settings is used
as a feedback for updating the decision policy. The hierarchical abstraction over the set
of states allows the reduction of the state space as decisions and their effects affect only
certain portions of the search tree. This speeds the convergence of the learning process
up, which is crucial for on-line applications.

The goal of the MavHome project [CD04, CYH+03] is to automate basic functions in
order to maximize the comfort, adapt to inhabitants and minimize the cost of operating
the home. The ALZ6 prediction algorithm [GC03] is used for predicting inhabitants’
behaviour in terms of interactions with devices, while reinforcement learning is used for
computing a control policy. For this purpose, the authors defined the following reward
function:

• -1 for every manual interaction the user has to perform

• -0.2 for each action the decision maker performs

• -0.3 for each time interval in which a lamp is turned on

The reinforcement learning agent uses tile coding for constructing a compact representa-
tion of the Q-value function and dealing with the state space. In fact, we remind the reader
that the size of the state space grows exponentially in the number of devices in the home,
and therefore, using tabular approaches is infeasible even for small scenarios.

5.3 Notifying dangerous situations

Visual and audio cues are used in [KTNK08] for enhancing risk perception and help peo-
ple to realize dangers beforehand. In this work, the system tracks state and position of
persons and objects in order to assess the level of risk based on a ontology (where re-
lationships describe dangerous situations). Furthermore, a notification unit uses audio
and visual cues (i.e. speakers and illuminators) for alerting users. The work reports a
user study where 20 subjects simulated the behaviour of an elderly person during a fall
due to obstacles placed on the floor. Subjects answered questions about the visual noti-

6 Active LeZi is a prediction algorithm based on the LZ78 text compression algorithm.
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fications in order to assess the effectiveness of this component. In particular the authors
were concerned in understanding whether the subject could perceive the notification and
whether it assisted the subjects in avoiding the obstacles. The results showed that the vi-
sual cues were effective under different conditions for alerting users and preventing them
from falling.
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Chapter 6

Approach

We propose a solution to the problem of designing an early warning system for Ambient
Assisted Living. Indeed, our research question states the following requirements:

• The world model must embed an abstract representation that can be used by search
algorithms.

• The warning system evaluates the danger level of states and is allowed to use warn-
ing notifications for guiding the user towards his goal in order to avoid that he gets
too close to a danger.

• The user is aware of the current state of the world and is able to act on the environ-
ment and receive any warning notification.

Therefore, we start by modelling a domestic setting as a single-player game and we de-
sign the warning agent as player. Secondly, we discuss different ways to implement an
early warning system and we report some considerations about the undertaken design. In
conclusion, we design the interaction with the user by means of a virtual environment and
we report some related work.

6.1 Modelling a domestic environment

We are interested in simulating the behaviour of users at home. In a domestic environ-
ment, a user may change position and is able to manipulate both active and passive objects.
Passive objects (e.g. an apple) can be held and moved by the agent, whereas active objects
(e.g. an appliance) cannot be moved by the user, though he can interact with them. The
table 6.1 shows some examples of this classification. We decided to represent the envi-
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Action Examples
Position changes Movements: left, right, forward and

backward
Manipulation of passive objects • Take an apple

• Hold a mobile phone
• Release the hand-held content

Interaction with active objects • Switch a stove on/off
• Open/Close a cupboard

Table 6.1: Actions in a domestic context

ronment as a grid, and the user can only manipulate objects in his cell. However, in case
we want to define the behaviour of movable devices such as hairdriers, we should define
another category of objects.

Describing environment dynamics in GDL

Regarding the representation of the environment, we decided to model the setting as a
game description by means of the Game Description Language. It is a declarative lan-
guage which allows the concise and high-level specification of arbitrary finite games.
This is very important, as games arise in every multiagent environment, it can be seen as
a complete specification language. Moreover, all tools (e.g. players, game servers) used
in the General Game Playing context can constitute a complete framework for building
autonomous agents that can automatically learn how to participate in a multiagent society
from the game rules and without the need of being re-programmed.
Therefore, the reason behind the choice of GDL is the possibility to exploit available tools
and techniques from the GGP context. In addition, we can exploit the leading expertise of
Reykjavik University in this field, as the CADIAPlayer agent representing the university
in the GGP competition earned the world title for two years in row (i.e. 2007 and 2008),
by breaking the boundaries of adversarial search in big state spaces with an innovative
technique based on Monte-Carlo tree search [FB08, BF09].

Modeling a warning agent in GDL

Suppose a scenario with a user in a 3×3 grid world. A state is represented by the position
of the user in terms of x and y coordinates. Therefore, the size of the state space is 9 (i.e.
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state is (x, y) ∈ X × Y and |X| = |Y | = 3) and the state diagram is the one in figure
6.1. For the sake of simplicity, we can assume user’s initial position at (1, 1) and his goal

Figure 6.1: The State Machine for the 3x3 grid scenario

position at (3, 3), and we can mark the positions (3, 1) as dangerous.

(role user)

(size 3 3)

(init (at user 1 1))

Listing 6.1: A single-player game

User’s behaviour is defined in terms of rules that can be applied to a certain state to
get a new position. The user can perform actions according to his context, which means
properties holding in certain states make certain actions applicable. Moreover, each action
affects the state of the system, thus defining effects of actions is important in order to be
able to simulate environment dynamics. For instance, it should not be possible to get out
of the grid, as well as knowing that a move right makes the user position increase (listing
6.2).
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;; User

(<= (legal user mover)

(true (at user ?x ?y))

(size ?xmax ?ymax)

(smaller ?x ?xmax))

(<= (next (at ?what ?x ?y))

(true (at ?what ?x ?y))

(not moves))

(<= moves

(does user mover))

;; moving users

(<= (next (at user ?x1 ?y))

(true (at user ?x ?y))

(succ ?x ?x1)

(does user mover))

Listing 6.2: Legal actions and their effects on the environment

Goals and dangers can be specified as properties that hold in certain conditions (listing
6.3).

(<= terminal

usergoal)

;; Definition of dangers and goals

(<= danger

(true (at user 1 3)))

(<= usergoal

(true (at user 3 3)))

Listing 6.3: Specifying dangers and goals

The game ends when the user achieves his goal or when a potential danger occurs. This
makes perfect sense as we want the system to warn and guide the user to his personal
objective and getting into a risky configuration would mean failing this task. For this
purpose, we distinguish terminal states by means of a danger relation that we added to
the GDL language. Similarly, we defined a reward relation in order to assign reward to
non-terminal states. The listing 6.4 shows a small example.
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(<= terminal

danger)

(<= terminal

usergoal)

(<= danger

(true (at user 3 1)))

(<= usergoal

(true (at user 3 3)))

(<= (reward user 1)

usergoal

(not danger))

(<= (reward user 0)

(not usergoal)

(not danger))

(<= (reward user -1)

(not usergoal)

danger)

Listing 6.4: Assigning rewards to the user

This means that the warner must warn the user in the cell (3,1) and decrease the level of
intrusiveness in the other cells, based on the danger value. By intuition, the farther we are
from the danger, the lower the danger value is (fig. 6.2).

6.2 Designing an early warning system

An early warning system is an intelligent agent that monitors the state of the environment
in order to estimate its level of danger. Consequently, it can issue a warning message as
soon as it realizes that the monitored user is likely going to get in a dangerous situation.
Moreover, the system may suggest to the user a sequence of actions to achieve the goal
in a safe way, and give an estimation of user’s behaviour in order to give him a complete
feedback of the environment dangerousness.
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Figure 6.2: The 3x3 grid scenario with a danger in (3,1) and goal in (3,3)

6.2.1 Guiding the user

Conducting a user to his goals is a planning problem. This requires the application of
search algorithms to a model of the environment, for producing a path of actions connect-
ing the current state to the goal. However, the real world is stochastic. Therefore, deter-
ministic planners can be extended to work with partially observable or nondeterministic
environments, by means of online planning and replanning. Unfortunately, deterministic
planners do not always work for this purpose. Indeed, in some environments the uncer-
tainty is too high and the result would be suboptimal [RN10]. For this reason, decision
problems are often modeled as Markov Decision Processes, where the solution is a pol-
icy describing the behaviour of the agent for every possible state. Thus, uncertainty can
be modeled as probability distribution that can be applied both to state transitions and to
the observability of the environment state, which is modeled as a belief state. Indeed,
as we already introduced, uncertainty may be specified by a Markovian (i.e. the prob-
ability assigned to the transition only depends on the current state and not on previous
history) transition model that describes the behaviour of the user in certain situations.
This could be done by performing case studies where observed individuals are described
by customized profiles and the player strategy (i.e. the warner’s policy) may be computed
off-line (see section 4.2) and loaded when required. However, we want the system to
be general, that is, no prior knowledge about the user should be provided and the sys-
tem should learn how to behave from the specification of the scenario. Therefore, we
decided to use TD-learning methods to make the system autonomously compute a pol-
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icy while interacting with the environment. Indeed, “TD-learning can learn directly from
raw experience without a model of the environment’s dynamics” [SB98]. Consequently,
TD-learning methods are called model-free methods [RN10]. Moreover, as TD-learning
grows out of Monte-Carlo methods, we need to balance the trade-off between exploration
and exploitation, thus distinguishing in on-policy and off-policy methods. Two classi-
cal examples of TD-learning algorithms falling into these categories are Q-learning and
SARSA1. In fact, Q-learning allows us to use an arbitrary sampling strategy2 during the
learning process (e.g. ε-greedy or Boltzmann exploration.), while backing up the best
Q-value and thus without taking the actual policy into account. On the contrary, SARSA
is an on-policy algorithm, as it is guided by the selection strategy. Despite both of them
converging to the optimal policy when the number of explorations tends to infinite3, Q-
learning has been proven to converge slower than SARSA [SB98].
Therefore, Q-learning provides a general (i.e. independent from the scenario) way to per-
form on-line planning in a stochastic environment. The pseudocode for the Q-learning
algorithm is shown in the listing 6.5 [SB98].

Initialize Q(s,a)

Repeat (for each episode):

Initialize s

Repeat (for each step of the episode):

Select a from s using the policy derived from Q

Perform a and perceive the next state s′ and the reward r

δ ← [r + γ ·maxa′∈AQ(s′, a′)−Q(s, a)]

Q(s, a)← Q(s, a) + α · δ
s← s′

until s is terminal

Listing 6.5: Pseudocode of the Q-learning algorithm

To exploit Q-learning properties, the warning agent is trained by exploring the environ-
ment by means of a pseudo-random selection strategy (i.e. ε-greedy). Thus, the warning
agent discloses dangers by visiting dangerous states and getting the associated reward.
The listing 6.6 shows the use of random-sample one-step tabular Q-learning as planning
method [SB98].

1 SARSA stands for current State, current Action, next Reward, next State and next Action.
2 A sampling, selection or exploration strategy is the approach used for selecting actions and facing the

exploration-exploitation trade-off of the bandit problem.
3 Most of the proofs apply to the tabular version, whereas classic Q-learning with non-linear function

approximation may fail to converge.
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Do forever:

1. Select a state s ∈ S, and an action a ∈ A at random

2. Send s and a to the sample model

and obtain a sample next state s′ and a sample next reward r

3. Apply one-step tabular Q-learning for the update

δ ← [r + γ ·maxa′∈AQ(s′, a′)−Q(s, a)]

Q(s, a)← Q(s, a) + α · δ

Listing 6.6: Random-sample one-step tabular Q-planning

However, one-step Q-learning (i.e. Q(0)) produces a policy which fits very well with
Markovian states, while we may want to assign a value to actions according to their de-
sirability and contribution on achieving the actual goal. Moreover, long-delayed rewards
cause an actual distribution of values only close to terminal states and this means that
we cannot rely on non-terminal state evaluations for estimating the desirability of ac-
tions given that they are selected in certain states. For this purpose, we decided to use
the multi-step version of TD algorithms, the so called TD(λ), and in particular, we used
Q(λ) (listing 6.7) for computing state-action values and taking advantage of elegibility
traces.

Initialize Q(s, a) arbitrarily and e(s, a) = 0, for all s, a

Repeat(for each episode):

Initialize s, a

Repeat (for each step of episode):

Take action a, observe r, s′

Choose a′ from s′ using policy derived from Q (e.g. ε-greedy)

a∗ ← argmaxbQ(s′, b) (if a′ ties for the max, then a∗ = a′)

δ ← r + γQ(s′, a∗)−Q(s, a)

e(s, a)← e(s, a) + 1

for all s,a:

Q(s, a) = Q(s, a) + αδe(s, a)

if a′ = a∗, then e(s, a)← γλe(s, a)

else e(s, a)← 0

s← s′; a← a′

until s is terminal

Listing 6.7: Pseudocode for the tabular Q(lambda)

6.2.2 Warning the user

Warning the user consists of finding dangerous states in order to alert him when he gets
too close to them. Therefore, we need to search for terminal and dangerous states, and
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compute the distance from the closest danger, expressed as the number of actions leading
to that risky situation. For this purpose, we define a sphere of protection around the user
(figure 6.3), where we monitor the presence of dangers. This means that we need to
repeat this process as soon as the user modifies the environment state, though it can be
interrupted as soon as we complete the visit to the level of the closest danger. Indeed,
as we may be in between different dangers, we should list all paths leading to potential
dangers. For exploring the environment and finding dangerous states, we use a variant

Figure 6.3: The sphere of protection concept

Figure 6.4: The depth-limited breadth first algorithm

of breadth-first search which limits the number of levels. We use two different frontiers
and we count the number of levels explored up to a given moment, in order to block
the exploration (figure 6.4). Obviously, we may want to speed this process up by using
informed search methods. Designing a good heuristic function would require choosing
problem-specific properties of the state, whereas we want the system to be general and
able to warn the user, given a description of the scenario as input. Moreover, this may
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be a good point to deepen during further studies, as we may want learn user’s habits and
guide the search of dangers according to the actions that he is likely going to perform in
certain situations.

Learning to intervene

The warning system uses a static threshold to decide whether to display a warning mes-
sage or not. Indeed, as soon as we find a danger, we may want to report it to the user
by showing the first action of a sequence leading to the risk. However, people may have
different preferences for the intervention before the potential danger, which means, we
need to define a threshold to decide whether to intervene or not. For this purpose, we give
the possibility to define a threshold before the beginning of the simulation. Whenever the
distance from the closest danger falls under the threshold, we display a warning message
with the action that the user should avoid.

In fact, the system should adapt to users’ preferences and different awareness faculties, in
order to maximize system effectiveness and users’ satisfaction. A straightforward repre-
sentation of this problem is the Markov decision process presented in figure 6.5.
The environment state is fully observable while the outcome of actions is stochastic. In-

Figure 6.5: The Markov Decision Process for the intervention

deed, the outcome of the intervention is stochastic, as the user may decide to accept the
notification or reject the intervention by returning a penalty. Regarding the state repre-
sentation, we may use the level of danger, though this does not allow us to distinguish
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dangers according to their gravity. For this reason, we can exploit the same state repre-
sentation that we are using in the planner, so as to distinguish different states with the
same danger level and be able to use function approximators, such as neural networks,
for generalizing from the experience gathered during the interaction. Thus, a solution is
to use a Q(λ) reinforcement-learning agent for training a neural network like in [Tes95].
A similar approach is the one followed by [CD04, CYH+03] where an MDP and rein-
forcement learning are used to learn a policy for controlling lights. A discomfort factor is
given to the system whenever the user needs to manually modify the light setting.
Unfortunately, training such a system requires the interaction with an actual user, in order
to get feedback. Therefore, both for its lack of generality and for the need for a specific
user, we decided not to implement this approach, and we refer to future developments for
any improvement.
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Chapter 7

Implementation

In this chapter, we report the steps that led to the implementation of an early warning
system.

7.1 Implementing an early warning system

The early warning system prototype consists of the following layers (figure 7.1): a GDL
parser and reasoning tool that we use for getting a GDL description as input and build a
model of the environment that can be used by planning algorithms, a warning agent that
explores the state space and learns a state evaluation function based on the level of danger,
as well as a user interface that shows the current state of the environment and allows the
user to select actions for acting in a simulated setting.

7.1.1 Practical reasoning with GDL

Since a game description is a logic program, we need to use an automatic reasoning tool
for inferring legal moves and successor states. Several basic players can be found on line,
as well as parsing and reasoning tools for handling GDL game descriptions. A list is
available on the German website of the General Game Playing project1.
The General Game Playing Base package2 is a set of Java libraries and applications de-
signed for writing, validating and playing game descriptions written in GDL. It is released
under a BSD3 license and implements a complete player. We used the parser and the

1 http://www.general-game-playing.de. Accessed may 2012.
2 http://code.google.com/p/ggp-base/. Accessed may 2012.
3 http://www.opensource.org/licenses/bsd-license.php. Accessed may 2012
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Figure 7.1: An overview of the system

prover of this project for handling the game as a state machine. In particular, we imple-
mented a general task environment class which embeds the state machine and provides
to applications an omogeneous interface for managing the environment model. It returns
information about the setting (e.g. size, roles, devices), and provides functionalities to
handle the game dynamics such as the initial state, the transition function and applicable
actions, as well as the reward function and terminal states.

As the semantics of the GDL goal relation was to assign a reward only to terminal states,
we modified the tool so that it is possible to specify rewards like we usually do with the
goal relation, and use them for non-terminal states. In this way, we can handle dangerous
states as non-terminal states where the agent gets a negative reward (i.e. a penalty).
Similarly, we added a danger relation that can be used to mark states as dangerous, in
order to be found by the system. Moreover, we added the possibility to define appliances
as roles so that it is possible to model non-deterministic behaviours such as a telephone
ringing because of an exogenous and unpredictable event. This would not be feasible
with standard GDL as environment stochasticity usually is modeled with the random role,
while we may want to control those events for simulating certain conditions.
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7.1.2 Implementing a warning agent

The warning agent is implemented in Java, as a single tabular Q-learning agent. Since
a state is a set of holding properties called fluents, the hash code of a state results from
the hash codes of its individual fluents. In particular, fluents are converted to strings and
hash-codes are easily computed by means of a JDK4 provided function.

QBox

At the beginning, we were convinced that using an existing reinforcement learning library
was the best choice to take advantage of plenty of implementations and frameworks (e.g.
Weka for machine learning) for our solution. However, due to the simplicity of the task
and to the educational purposes of this project, we decided to implement the basic TD-
algorithms (i.e. SARSA, TD(0), Q(0) and Watkins Q(λ)) as a Java library that we called
QBox (figure 7.2). The name refers to the objective of providing a basic out-of-the-box

Figure 7.2: Our QBox logo

framework for implementing TD-learning agents. In particular we distinguish between
(figure 7.3):

• Environment A task environment describes the environment dynamics in terms of
a transition function, as well as goals by means of the reward function. Therefore, it
wraps the task environment that we defined in 7.1.1. The interaction between agent
and environment takes place by means of states and actions. A state describes the
properties of the current situation. Similarly, an action is the result of the decision

4 Java Development Kit. It is the set of API for the Java programming language.



40 An Early Warning System for Ambient Assisted Living

making process and is used by the agent to modify the state of the environment.
Both are defined as Java interfaces.

• Brain A brain defines the decision making element. It implements the selection
strategy and is responsible for storing Q-values. In particular, we provide ε-greedy
and Boltzmann selection, as well as the best policy. We use hash tables for storing
state values (i.e. VTable brain) and state-action values (i.e. QTable brain). Conse-
quently, a brain may be serialised to a file and loaded when required.

• Agent An Agent defines the agent behaviour as perception-action loop. The agent
can be used for running a certain number of episodes or for evaluating its policy.
Indeed, an episode consists in selecting an action, performing it on the environment
in order to get the associated reward, as well as a policy improvement step. We
implemented several learning agents based on the following reinforcement learning
algorithms: Sarsa, TD(0), Q(0), Q(λ).

Figure 7.3: The QBox organization

The warning agent

The warning agent is implemented as a Q(λ) agent that exploits its experience for return-
ing suggestions and warning notifications. For the purpose, we built a system (figure 7.4)
that can load, train and save agents, as well as monitor and interact with users within a
simulated setting.
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Figure 7.4: The early warning system

At the beginning, a role to warn is chosen and the size of the sphere of protection is
defined. The system uses a Q(λ) agent with a QTable as Brain, as well as an explorer
module that handles the distance from dangers.

The training process consists of simulating the chosen role by running several episodes
using the ε-greedy selection strategy. On the other hand, any other role defined in the
environment uses a random selector. This means that the environment queries all players
for selecting an action and the joint action is used for moving the state machine to the next
state. During the learning, the Q-value of state-action pairs is updated according to the
reward the agent gets from the problem description. The brain of the agent can be saved
and loaded when required. This means that the learning process can be done off-line and
the complexity of this task can be mitigated.

The warning process consists of running an episode from the initial state to a terminal
state (i.e. a goal or a dangerous state). During the episode, the system uses the experience
gathered by the Q-learning agent for suggesting to the user the best action to perform,
based on its Q-value. Then, the explorer module is used to start a depth-limited breadth-
first search from the current state. The exploration process is interrupted whenever the
depth-limit is exceeded or a danger is found (i.e. the closest). Accordingly, all nodes on
the level of the closest danger are explored in order to return all paths leading to dangers
with the same distance. Therefore, the danger level for the current state is proportional
to the number of actions leading to closest dangers. In particular, we use the following
formula:

DL = (S −N)/S
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where S is the size of the sphere of protection in terms of depth limit, andN is the number
of actions leading to the closest danger. The danger level is set to 0 when a dangerous
state is not found within the sphere of protection.
At this moment, the user can select an action among the applicable ones for the current
state. The action is evaluated by the brain module of the Q-learning agent, according
to its experience. The evaluation is based on the Q-value of the state-action pair and is
normalized to the minimum and maximum value of the table. Accordingly, we use the
formula:

(Q(s, a)−Qmin)/(Qmax −Qmin)

where Q(s, a) is the Q-value for the given state-action pair, whereas Qmin and Qmax are
the minimum and maximum value of the table. Moreover, the action is used to update the
environment model and start a new monitoring process from the beginning.

7.2 Interaction design with virtual environments

An early warning system alerts the user as soon as a potential danger is detected. This
means that the user should be aware of the current state of the world in order to be able to
act on it and perceive any warning notification. In this sense, we exploit virtual environ-
ments as a solution for simulating smart environments.

In MavHome [CD04], a graphical model of the environment is used for showing the state
of sensors and providing to a remote visitor the possibility to change the state of devices
in the physical environment.
Using virtual environments as testbeds for assessing prototypes is a typical technique in
the human-computer interaction community. In fact, it is very difficult to predict how
users will perceive an interactive service and virtual environments can be used as a rapid
user-centered prototyping technique which offers a flexible, fast and cheap alternative to
expensive evaluations performed in real environments. A complete survey of prototyping
toolkits for assessing ubiquitous applications is offered by [TYZ+11]. However, most of
projects are focused on simulating particular technologies such as mobile hand-held de-
vices or wireless-domain issues. A specific prototyping methodology for Assisted Living
is discussed in [NFS+09].
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7.2.1 jMonkeyEngine

In order to implement a virtual environment, we exploit the jMonkeyEngine5 game en-
gine. It is written in Java and released under the BSD license by a open-source project
community. The architecture is GLSL6 compliant and includes the jBullet physics li-
brary7, the Nifty GUI library8 and the SpiderMonkey networking engine. It comes as a
collection of libraries and an IDE based on the NetBeans9 platform, which allows graph-
ical editing of the scene.

7.2.2 The user interface

Figure 7.5: The user interface

The user interface consists of four different layers (figure 7.5):

• The main menu. A Java Swing menu is used for managing the main controls of
the application. In particular, we use a Warning Agent menu for disposing controls
related to the warning agent and the creation of a setting. Similarly, simulation-

5 http://jmonkeyengine.com/. Accessed may 2012.
6 OpenGL Shading Language. http://www.opengl.org/documentation/glsl/. Accessed may 2012.
7 http://bulletphysics.org/wordpress/. Accessed may 2012.
8 http://nifty-gui.lessvoid.com/. Accessed may 2012.
9 An open-source IDE. http://netbeans.org/. Accessed may 2012.
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specific commands are listed in the Simulation menu, while the help menu reports
basic instructions.

• The presentation layer. A JMonkey virtual environment is used for showing the
current scene.

• The simulation commands. A combo box and a button are used by the user for
selecting moves during a simulation.

• The log. A text area is used for recording the interaction with the user and reporting
errors.

The virtual environment is managed by means of application states, that is, a portion of
the application logics (e.g. GUI elements, scene graph composition) is organized in a
centralised position and the main application can determine states to run. The interface
can be in four different states: start, intro, training and simulation (figure 7.6). At the

Figure 7.6: States of the interface

beginning the system is in the start state. As soon as the user loads a GDL description the
environment is created and a grid is shown in the virtual environment (figure 7.7). At this
moment, the user can use the settings to select a role, as well as the radius of the sphere
of protection. Subsequently, the user may load an existing warning agent or use the one
just created with the environment for training it by means of random roles. Accordingly,
a dialog window is displayed to let the user specify the number of episodes to run. Sub-
sequently, a loading bar tracks the complete training process (figure 7.8).Finally, the user
may also decide to save the trained agent in order to use it again in the future.
As soon as the simulation starts, the virtual environment shows the state of objects and
players and the simulation commands are unlocked in order to let the user select and per-
form a move. We decided to show only 9 cells in the world, as we are mainly interested
in dangers in the user’s cell, as well as in the closest cells. Therefore, whenever the user
changes position, the camera moves and updates the view of the environment.



Andrea Monacchi 45

Figure 7.7: The intro state

Figure 7.8: The training process

In order to keep the interface general, we define the appearance of entities by means of
billboard panels10 and we use GDL ground terms (e.g. a role name, a object name) for
loading graphic textures from the same directory of the GDL file. In this way, we avoid
complex definition files and problem-specific 3D models. Regarding the size of panels,
we decided to use a fixed width, while we keep the ratio aspect of pictures by computing
the height accordingly. Similarly, we use a random positioning of objects so as to avoid
that they are stacked on the same position.

Regarding the head-up display, we exploited the Nifty library for describing the 2-D in-
terface as XML file. As we can notice in figure 7.9, during the simulation state we use
a red progress bar to indicate to the user the current level of danger, while a green bar

10 A billboard panel is a graphic component that rotates in order to always face the camera.
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reports the estimation of the last performed action and a label shows the suggested next
move. Similarly, we use text labels to show the content of user’s hands and the state of

Figure 7.9: The user interface during a simulation

appliances. In this way, the user should be aware of the objects around him and the po-
tential dangers related to them. In the example, the user picked up a bottle containing a
flammable product and got close to the first cell, where there is a stove on. Therefore,
the system notifies a potential danger through the red bar and an informative message.
The text alert is shown according to the user preferences and the actual distance from the
potential danger. Whenever the distance from the closest danger falls under the threshold,
we basically display a warning message with the action that the user should avoid. The
simulation is interrupted when the user reaches his goal or a dangerous configuration.
Consequently, a dialogue window is used for notifying the termination of the simulation
and, then, the interface shows the intro state to let the user load a different scenario or
start another simulation.
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Chapter 8

Evaluating the solution

8.1 Evaluating the system

Reinforcement learning algorithms require the tuning of parameters and present a sensi-
tive behaviour to modifications of those values. In particular, we wanted to figure out how
parameters affect the quality of the service provided by the system, in terms of:

• exploration of the state space (i.e. the knowledge of the system),

• best suggested path to achieve the goal in a safe way.

For this purpose, we built a test environment where it is possible to define an optimal
policy and compare it to the ones computed. The optimal policy is defined by going
through all states of the state space and assigning a value to actions. Once defined, it is
saved and loaded when required for future experiments. Regarding the tests, they consist
in training 20 different policies for 200 episodes. Policies are created using the same
settings and are compared to the given optimal solution. The deviation expresses the
number of differences with respect to the optimal policy. For each state, we compute the
ordered sequence of actions expressed by the policy (i.e. the Q-table), and we create a data
structure called slice that groups actions according to their preference (figure 8.1). As the
reader may notice, the slice is used to handle the comparison and allow the specification
of actions with the same value. In the example, the action C increases the deviation as we
are expecting an action in the first set (i.e. the A action). The action C is removed from
the slice and the expected action is one of the first set. Consequently, the actions A and
D are marked correct, since the ordering between the first and the third set is respected.
Moreover, we decided to increase the deviation when the state is not explored (i.e. values
of actions for the state are equal to the initial value 0.0), as the decision making is affected
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Figure 8.1: The action deviation comparison

by those actions. Consequently, the average deviation is used as a quality measure for the
settings. However, the average deviation depends on the number of actions involved in the
comparison. For this reason, we compute the percentage of deviation for the experiment
as follows:

ExpDev(%) = (AvgDEV/AN) ∗ 100

where AvgDEV is the average deviation (i.e. AvgDEV =
∑N

k=1 devk/N ) for policies
and AN is the total number of actions for the policy. A straightforward measure for the
accuracy of the family of policies is:

Acc(%) = 100− ExpDev

As previously mentioned, we are interested in observing how variations to certain param-
eters affect the quality of the policy. For this reason, an array of values is given as input
in order to define several classes of policies and repeat the experiments. All classes are
presented in output as a histogram chart by means of the JFreeChart1 library.

The game definition used for the test is reported in appendix A.1.

8.1.1 Exploration of the state space

Since TD-learning algorithms grow out Monte Carlo algorithms, it is required to balance
the trade-off between exploration and exploitation. In particular, we used a ε-greedy
selection strategy with an exponential decay 0.9999, which means that the ε determines

1 http://www.jfree.org/jfreechart/
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the balance and tends to converge to the policy faster due to the decay factor. We therefore
decided to test different ε values and the presence of the decay factor. In particular, we
repeated the experiments for ε = 0.1, 0.3, 0.5, 0.7, 0.9. We report the setting in table 8.1
and the results in the charts 8.2 and 8.3.

Parameter Value
α (learning rate) 0.2
α-decay 0.8
α-decay type exponential (ensures convergence)
γ (discount factor) 0.95
λ (decay rate) 0.9

Table 8.1: Parameters for the tests

Figure 8.2: The test for the epsilon

Moreover, we repeated the experiments without using the epsilon decay. Results show the
accuracy increases for higher epsilon values.

8.1.2 Defining the rewards

The reward function determines the trade-off between goal and danger. For the specific
scenario presented in appendix A.1, we can distinguish two main behaviours. When the
danger has a penalty much bigger than the reward associated to the goal, the system may
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Figure 8.3: The test without the epsilon decay

suggest to the user to take the bottle and move it away from the danger, even when the
stove is off. On the contrary, when the reward associated to the goal is too high, the system
tends to give more priority to the pot and to suggest to the user to switch the cooker on,
even when the pot is not in the same cell. Therefore, assigning rewards is a difficult
task and may produce cycles in the policy that will mislead the end user. It therefore is
important to understand the best setting. The test did consist in computing 20 policies for
each experiment, so as to find the deviation and return a chart showing the quality of the
reward function. The results are showed in the table 8.2.

No-danger/Goal Danger/No-Goal No-danger/No-goal Danger/Goal Accuracy
-1.0 1.0 -0.01 0.0 44.09%
0.0 1.0 -0.01 0.0 39.63%
1.0 0.0 -0.01 0.0 71.01%
1.0 -1.0 -0.01 0.0 84.35%
0.0 -1.0 -0.01 0.0 75.88%

Table 8.2: Results for different reward functions

As the reader may notice, the table shows the accuracy for different reward values. In
particular, we used a penalty of 0.01 for non terminal states in order to make the algorithm
compute a short path to achieve the goal. The best policy is the one with the highest gap
between danger and goal (i.e. -1.0 and +1.0). In fact, we are considering unexplored
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states for the deviation measure. Consequently, the results can be improved by increasing
the ε parameter or omitting unexplored states for the measure (see 8.1.1).

8.2 Assessing the interaction with users

Our approach was to design and conduct a small experiment in which participants per-
formed a usability test on a single interface. We were interested in observing whether
the designed system is effective2, which means whether the user is aware of the level of
danger for the current state and is able to avoid it. In addition, we measured the user
satisfaction3 towards the danger indicators.

We ran a total of 10 participants, all between 22 and 28 years. They consisted of 3 female
and 7 male students from different disciplines from Reykjavik University. Participants
were asked to interact with the graphical interface presented in section 7.2.2. Such a
small number of users usually is enough to redesign the system during an iterative user-
centred design process [LFH10]. Thus, this is fine for discovering flaws in the interface
and understanding whether the system is working according to the specific nature of the
problem and users’ expectations.

Figure 8.4: A user testing session

We described a typical scenario, such as a small cooking task involving a pot and a stove,
as well as a flammable cleaning product. The environment consists of 3 cells. At the
beginning, the user is in the first cell with a stove off. His goal is to pick up the pot in the

2 The accuracy and completeness with which users achieve specified goals. ISO 9241-11:1998.
3 Freedom from discomfort, and positive attitudes towards the use of the product. ISO 9241-11:1998.
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third cell and avoid the bottle in the second cell as this may set up a fire whenever is put
too close to the stove. For the purpose, we used a 3-step big sphere of protection and we
warned the user a step before the potential danger. A complete summary of the setting is
reported in the appendix A.1.

The virtual environment was used as low fidelity prototype of the scene, and we were
interested in collecting user’s perception of indicators and actual danger level. Indeed,
informal user testing provides an inexpensive way to refine a design and enable the ex-
ploration of several alternatives that would otherwise be unaffordable.

Since we were interested in figuring out whether the user is aware of the level of danger
and is able to avoid it, we defined a list of tasks to guide him during the simulation and be
sure that he would get close to dangers and goals. For each task, we asked the following
questions:

• Current status of indicators

– What can you draw from the status of indicators?

– Is the system displaying a danger?

• Perception of the current state

– If so, what is the closest danger?

– Do you feel in a potential danger?

• Expectations for the next state

– What would you do now?

– If you perform the next action, how do you expect the indicators to be?

After completing all the tasks, each participant filled out a questionnaire to rate the design
and the usability of the danger indicators. For the purpose, we used a 5-point Likert
scale, with “strongly agree” as left anchor and “strongly disagree” as right anchor. In
addition, they were asked to express positive and negative aspects of the system, as well
as suggestions for further improvements.

8.2.1 Results

Regarding the effectiveness of the system interface, the tests showed that all users relied
on indicators for understanding the level of danger and the quality of the last performed
action.
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Users showed trust in the system and its indicators, justifying it as a need for guidance in
the virtual and unknown setting. Consequently, they tended to perceive a danger where
the system was displaying a danger, though most of them would not link certain situations
to actual dangers. This means that dangers should be grouped in different categories, so
as to handle them according to different levels of importance. Moreover, users tended to
consider the difference between values of the same type to understand changes over the
time, and they assigned more importance to the bar with the higher value. In addition,
they tended to evaluate the quality of their behaviour by using the values of both bars
during the time, that is, according to the formula:

f(t) = (At −Bt)− (At−1 −Bt−1)

f describes the user perception of the indicators, A is the bar with the highest value, and
t is the time.
Regarding the alert message, all users noticed and used the hint to avoid the potential
danger, though someone suggested improving the notification with an audio modality.
However, some users found the early notification a bit intrusive for the kind of danger
that the system was preventing. Indeed, despite all users agreeing with the need of an
alert right before a potential danger, they suggested taking their habits into account, as
they would never perform certain risky actions and, consequently, the system should not
intervene for a behaviour that they would not take.
In addition, due to the simplicity of the task, most users considered the suggested action
only for finding the pot and getting out of a dangerous situation, as well as a proof that
their plan to achieve the goal was correct. Therefore, the higher the level of mental im-
pairment (of the monitored user), the more useful we expect this functionality to be.
Results for the users’ satisfaction are reported in the table 8.3 and figure 8.5. To get the
mean values, we enumerated the answers from 1 (strongly disagree) to 5 (strongly agree).
As the reader may notice, users found the action to avoid useful, though they claimed the
intervention was intrusive when the dangerous situation that the system is trying to pre-
vent is unlikely to happen. Users tended to rely on bars for their orientation, whereas they
tended to reject the best suggested action by claiming this functionality was something
they would not rely on during an actual task.
In conclusion, users suggested improving the warning system by taking into account their
habits and preferences, as well as to limit its intervention to actual dangers. In general,
users gave good comments about the interface and the system in the whole, rating their
experience as not frustrating and the system as a useful aid to everyday life activities.
However, most of them would not use it every day. Indeed, users tended to remark that
the need of such a system in the presence of mental impairments was great. Accordingly,
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Question Mean SD
It takes too long to learn the meaning of indicators 2.3 0.82
The organisation of the indicators seems quite logical 3.8 0.63
The colours used in the bars are helpful to understand their meaning 4.8 0.42
Suggesting the action to avoid is intrusive 1.5 0.71
Suggesting the action to avoid is useless 1.1 0.32
The action to avoid is suggested too late 1.3 0.67
The danger level bar is misleading 1.5 0.85
I do not understand when I am getting closer to dangers 1.1 0.32
The danger level bar follows modifications on actual dangers 4.2 0.63
Looking at the bars is not enough to understand the effects of my actions 2.8 0.79
I do not understand when I get closer to the goal 2.2 0.63
Suggesting the best action to perform is ineffective to achieve the goal 2.4 1.17
Suggesting the best action to perform is intrusive 2.7 0.95

Table 8.3: Results for the satisfaction with a 1-5 enumeration

the system could be seen as a notification tool and used to alert relatives or rescuers.

Figure 8.5: Users’s satisfaction
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Chapter 9

Conclusions

In this chapter we propose a short summary of results and achieved goals. We start by re-
porting our conclusions and then we suggest some further developments and work.

9.1 Conclusions

Daily-life activities at home can generate dangers that may lead to accidents. Risky sit-
uations may be difficult to notice by people with a cognitive or physical impairment.
Therefore, recognizing dangers and alerting users is very important so as to assist them in
preventing accidents, and ensure their health, safety and well-being.
Pervasive and ubiquitous technologies can be useful tools to entertain, monitor, assist
and automate people’s tasks in smart environments. Indeed, assistive technologies allow
in-place ageing, and consequently improve the quality of life and help reducing costs of
dedicated care-givers for institutions.

The present thesis aimed to design a system that, given a representation of the environment
as input, learns how to evaluate states according to their danger level, and is able to alert
and prevent users from getting too close to a potential danger. Therefore, the purpose of
this project was to implement an early warning system as a decision maker that guides the
user during his everyday life activities. We reduced the problem of preventing dangerous
situations to a search problem where we explore the search space for disclosing dangers
and finding a safe path leading to the goal.

The project led to the implementation of a working prototype of an early warning system.
The system can be trained to suggest to the user the best action to perform for the current
state, and it can report the level of danger given the distance from the dangerous state in
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terms of actions. Moreover, the system returns a feedback about the last performed action
by using the policy as indicator of the quality of state-action pairs, and it is able to warn
the user when the number of actions to get to a danger exceeds a given threshold. Thus,
the actual user can get inside one of the roles in order to simulate certain behaviours and
observe system reaction. Indeed, we designed and implemented a complete platform for
simulating everyday life activities described as game descriptions.

We presented an intelligent agent which is able to evaluate the danger level of states and
act on the environment for notifying warning messages to users. This is a general solu-
tion, as the system is able to play arbitrary games described with the Game Description
Language. For this purpose, we modified an existing GDL reasoner to handle descrip-
tions oriented to the assisted living context. Moreover, the system learns how to behave
from the scenario specification and no prior knowledge about the actual user is provided.
Indeed, we used TD-learning methods to make the system autonomously compute a pol-
icy from the interaction with the environment model. We therefore applied Q-learning
for providing a general (i.e. independent from the scenario) way to perform on-line plan-
ning in a stochastic environment. In particular, the warning agent is implemented as
a tabular Q(λ) agent that exploits its experience for returning suggestions and warning
notifications. For this purpose, we implemented a Java library called QBox, which is out-
of-the-box framework for implementing TD-learning agents. Moreover, we defined the
concept of sphere of protection and we implemented a variant of breadth-first search to
search for dangerous states around the user and return the number of actions to get to the
danger.
This functionality can still be improved. Indeed, we may want to speed this process up by
using informed search methods, though this may require taking problem-specific proper-
ties into account for the state evaluation. Moreover, we used a static threshold for deciding
when to intervene. A straightforward improvement to this approach may be to learn the
intervention policy for deciding whether agreeing with or warning the user.

Regarding the user interface, we exploited virtual environments as a general testbed for
simulating effects of warning notifications. The system may be implemented on mobile
platforms such as pads, mobile phones and smart watches, so as to provide a direct feed-
back to a user acting in an actual environment. To this purpose, we showed how the system
can be used to perform informal user testing, so that effects of warning notifications can
be evaluated on actual users.
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9.2 Future work

A straightforward improvement to this work is the implementation of a decision maker
for learning when to intervene (see 6.2.2). This is required for limiting the system in-
trusiveness, as otherwise the user may be alerted for behaviours that the user would not
take.

Another direct improvement is the use of a General Game Playing server for coordinating
a distributed simulation of agents. In fact, we are already providing the possibility to
define scenarios with multiple agents, though it is possible to get inside one role at a time.
This means that the other roles will behave randomly and we are not able to simulate
particular configurations such as a child getting close to his mother during a cooking
session.

We decided to focus on the universality of the system, and this affected the quality of
the simulation in terms of detail of objects in the scene. Therefore, we should find an
alternative way to load models, perhaps in a 3D format, and we should take advantage of
the grid for placing objects according to specific criteria rather than randomly. In this way,
we can provide a navigable environment and reproduce certain interiors in a more realistic
way, so as to use virtual environments as prototyping testbeds for assessing applications
for smart environments.

9.2.1 Scaling the decision making

The use of a tabular Q-learning (i.e. hash-table) makes the solution infeasible for big
state spaces. Thus, we should refer to further improvements for implementing a func-
tion approximator and tile coding. However, these approaches may require the designer
to make problem-specific decisions such as features for representing a state or creating
tilings. This would make the system no longer general and a solution could be to specify
those features in the game definition. Our system can be considered as working prototype
of an early warning system, though many improvements can still be discussed.

A problem with smart environments is the state explosion, as the complexity of the de-
cision making problem increases exponentially with the number of devices in the envi-
ronment. One solution is to aggregate data to reduce the amount of information to be
considered. The problem can also be scaled by decomposing it into smaller problems
that are assigned to cooperating agents in a multi-Agent environment. Agents cover dif-
ferent roles and may share resources (e.g goals and knowledge) in order to control dif-
ferent aspects of the environment in a distributed way. An example may be dividing the
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environment-monitoring task into different kinds of danger and associate these categories
to different agents. An important protocol used in the so called Cooperative Distributed

Problem Solving (CDPS) is Contract Net [Woo09].

Another way to scale the decision making process is to directly decompose the problem
space in a hierarchy of tasks and use hierarchical reinforcement learning. [BM03]. This
allows to model problems in different abstraction levels so as to speed up the learning
process and make the solution scale to big state spaces.

Moreover, the task of defining a reward signal is difficult, as reinforcement learning algo-
rithms are very sensitive to variations and designers usually rely on their own experience.
Apprenticeship learning [NR00, AN04] can be considered as a potential solution to this
problem. The task to learn is demonstrated by an expert and the reward function is defined
as a combination of features and learnt during the demonstration.

9.2.2 Embedded Systems

Reinforcement Learning has already been used for multiagent environments in previous
work. However, the literature presents a lack of systems that are capable to provide spe-
cific reinforcement learning functionalities to engineers and designers of smart environ-
ments. In fact, embedded systems are the usual target platform of assistive applications
in smart environments. Therefore, it is important to satisfy any resource constraint that
these platforms may present such as computing and memory resources, as well as network
availability and power. Therefore, a future work should consider the need of a middle-
ware that implements context provisioning functionalities over a distributed network of
resource-constrained devices, and enables developers to create intelligent applications by
means of reinforcement learning agents.

Scaling the reasoning process

A game specification written in the Game Description Language (GDL) can be expressed
by a graph representation of propositions and their relationships. Propositional networks

are directed bipartite graphs that consist of nodes representing propositions connected to
either boolean gates or transitions [CSMG09]. The dynamics of a multi-agent system can
be represented by a propositional automaton, which consists of a propositional network,
a truth assignment for the set of propositions (i.e. the initial state) and a legality function
defining applicable actions for a given state. This representation allows a straightforward
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discovery of indepent sub-games, thus reducing the game state space to a set of indepen-
dent sub-games, that can be handled in a more convenient way. This is a clear advantage
of this representation, and in addition, we can take advantage of programmable logic
devices for implementing those networks on a physical device and speed the reasoning
process up. Reconfigurable computing claims to fill the gap between software flexibil-
ity and hardware performance by means of computer architectures that can dynamically
adapt the hardware to specific needs [HD07]. Therefore, we can rely on advances in this
field for implementing propositional networks as logic circuits on programmable logic
devices such as FPGAs1. A faster reasoner would allow to visit much more states and in
consequence we would get a more accurate policy.

1 Field Programmable Gate Array. It is an integrated circuit containing programmable logic components
that can be connected for implementing complex functions.
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Appendix A

Evaluating the solution

A.1 The game description

In this section, we report the setting that we used for performing informal user stud-
ies.

A.1.1 The parameters for the learning agent

The table A.1 reports the settings used for the learning agent.

Parameter Value
α (learning rate) 0.2
α-decay 0.8
α-decay type exponential (ensures convergence)
γ (discount factor) 0.95
λ (decay rate) 0.9
ε 0.5
ε-decay 0.9999
ε-decay type exponential

Table A.1: The Q-learning agent parameters

A.1.2 The game description for a dangerous kitchen

The listing A.1 reports the description of a cooking task in a 3-cells kitchen.
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;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;

;; Dangerous Kitchen

;;

;; Andrea Monacchi

;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;

;; --- Roles ---

(role user)

;; reactive agents

(device cooker)

;; objects

(object bottle)

(object pot)

;; --- Initial state ---

;; world size

(size 3 1)

;; position of objects and appliances

(init (at user 1 1))

(init (at cooker 1 1))

(init (at pot 3 1))

(init (at bottle 2 1))

;; state of appliances

(init (is cooker off))

;; User

(<= (legal user mover)

(true (at user ?x ?y))

(size ?xmax ?ymax)

(smaller ?x ?xmax)

)

(<= (legal user movel)

(not user_in_column_one))

(<= (legal user moveu)

(not user_in_row_one))

(<= user_in_column_one

(true (at user 1 ?y)))
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(<= user_in_row_one

(true (at user ?x 1)))

(<= (legal user moved)

(true (at user ?x ?y))

(size ?xmax ?ymax)

(smaller ?y ?ymax))

(<= (legal user (take ?what))

(true (at user ?x ?y))

(true (at ?what ?x ?y))

(object ?what)

(not (holding ?what)))

(<= (holding ?what)

(true (hold ?what)))

(<= (legal user (release ?what))

(true (hold ?what)))

(<= (legal user (interact ?what ?action))

(true (at user ?x ?y))

(true (at ?what ?x ?y))

(device ?what)

(applicable ?what ?action))

;; -- Appliance state --

(<= (applicable cooker on)

(true (is cooker off)))

(<= (applicable cooker off)

(true (is cooker on)))

;; --- action effects ---

;; frame axioms for environment parameters

(<= (next (at ?what ?x ?y))

(true (at ?what ?x ?y))

(device ?what))

(<= (next (at ?what ?x ?y))

(true (at ?what ?x ?y))

(object ?what)

(not (holding ?what)))
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(<= (holding ?what)

(true (hold ?what)))

(<= (next (at ?what ?x ?y))

(true (at ?what ?x ?y))

(not moves))

(<= moves

(does user movel))

(<= moves

(does user mover))

(<= moves

(does user moveu))

(<= moves

(does user moved))

(<= (next (hold ?what))

(true (hold ?what))

(not (released ?what)))

(<= (released ?what)

(true (hold ?what))

(does user (release ?what)))

(<= (next (hold ?what))

(does user (take ?what)))

(<= (next (is ?what ?state))

(true (is ?what ?state))

(not (interact_with ?what)))

(<= (interact_with ?what)

(does user (interact ?what ?action)))

;; state transitions

(transition cooker off on on)

(transition cooker on off off)

;; moving users

(<= (next (at user ?x1 ?y))

(true (at user ?x ?y))

(succ ?x ?x1)
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(does user mover))

(<= (next (at user ?x1 ?y))

(true (at user ?x ?y))

(succ ?x1 ?x)

(does user movel))

(<= (next (at user ?x ?y1))

(true (at user ?x ?y))

(succ ?y ?y1)

(does user moved))

(<= (next (at user ?x ?y1))

(true (at user ?x ?y))

(succ ?y1 ?y)

(does user moveu))

;; moving objects

(<= (next (at ?what ?x1 ?y))

(true (at user ?x ?y))

(succ ?x ?x1)

(true (hold ?what))

(does user mover))

(<= (next (at ?what ?x1 ?y))

(true (at user ?x ?y))

(succ ?x1 ?x)

(true (hold ?what))

(does user movel))

(<= (next (at ?what ?x ?y1))

(true (at user ?x ?y))

(succ ?y ?y1)

(true (hold ?what))

(does user moved))

(<= (next (at ?what ?x ?y1))

(true (at user ?x ?y))

(succ ?y1 ?y)

(true (hold ?what))

(does user moveu))

(<= (next (is ?what ?newstate))

(does user (interact ?what ?action))

(true (is ?what ?oldstate))
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(transition ?what ?oldstate ?action ?newstate)

)

;; --- game definition ---

(<= terminal

danger)

(<= terminal

usergoal)

(<= (reward user 1)

(not danger)

usergoal)

(<= (reward user -0.8)

(not usergoal)

danger)

(<= (reward user -0.01)

(not danger)

(not usergoal))

(<= (reward user 0)

danger

usergoal)

;; definition of dangers and goals

(<= danger

(true (is cooker on))

(true (at bottle 1 1))

)

(<= usergoal

(true (at pot 1 1))

(true (is cooker on))

(not (holding pot)))

;; --- auxiliary ---

(<= (smaller ?x ?y)

(succ ?x ?y))

(<= (smaller ?x ?y)

(succ ?z ?y)

(smaller ?x ?z))
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(succ 0 1)

(succ 1 2)

(succ 2 3)

(succ 3 4)

(succ 4 5)

(succ 5 6)

(succ 6 7)

(succ 7 8)

(succ 8 9)

(succ 9 10)

Listing A.1: The game description for a dangerous kitchen
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